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## 從抽象類別(Abstract Class)到介面(Interface)

### 抽象類別(Abstract Class)

在前面章節已說明過，不描述處理內容，只定義呼叫方式的方法，稱為抽象方法(abstract method)。而擁有抽象方法的類別就是抽象類別(abstract class)。抽象類別不能建立物件，需經繼承並覆寫抽象方法，才可建立物件。類別如包含多個方法，只要其中一個為抽象方法，此類別就成為抽象類別。類別被定義為抽象類別，但其方法可全部不為抽象方法。

抽象類別可宣告欄位。

#### 只含抽象方法的抽象類別

<例>含抽象方法卻不定義抽象類別-錯誤

含抽象方法之類別必須為抽象類別。

class Abstract01{   //class無abstract修飾子

  int a = 0, b = 10;

  abstract void absMethod01(int x);   //抽象方法

}

編譯錯誤：C:\js>javac Abstract01.java

Abstract01.java:1: error: Abstract01 is not abstract and does not override abstr

act method absMethod01(int) in Abstract01

class Abstract01{   //class無abstract修飾子

^

1 error

<例>抽象方法內有敘述句(處理內容)-錯誤

抽象方法內不可含處理內容。只有{}無內容亦不可。

abstract class Abstract02{

int a = 0, b = 10 ;

   abstract void absMethod02(int x){   //抽象方法含處理內容

a = x ;

    if (a == b)

System.out.println("absMethod02：a等於b");

else

System.out.println("absMethod02：a不等於b");

   }

}

編譯錯誤：C:\js>javac Abstract02.java

Abstract02.java:3: error: abstract methods cannot have a body

abstract void absMethod02(int x){   //抽象方法含處理內容

               ^

1 error

<例>一個抽象方法

abstract class Abstract03{

int a = 0, b = 10 ;

   abstract void absMethod03(int x);

}

編譯正常。

<例>多個抽象方法

abstract class Abstract04{

int a = 0, b = 10 ;

   abstract void absMethod04a(int x);

   abstract void absMethod04b();

}

編譯正常。

#### 含抽象方法及非抽象方法的抽象類別

<例>含抽象方法及非抽象方法

abstract class Abstract05{

int a = 0, b = 10 ;

   abstract void absMethod05a(int x);

   void absMethod05b(){

System.out.println("absMethod05b：非abstract方法");

   }

}

編譯正常。

#### 不含抽象方法的抽象類別

<例>抽象類別可不含抽象方法，但和一般抽象類別一樣，都不可建立物件。

abstract class Abstract06{

int a = 0, b = 10 ;

   void absMethod06(){

System.out.println("absMethod06：非abstract方法");

   }

}

編譯正常。

#### 抽象類別的繼承及建立物件

抽象類別不可建立物件，須經繼承並覆寫抽象方法後才可建立物件。

<例>抽象類別直接建立物件-錯誤

abstract class Abstract07{

int a = 0, b = 10 ;

   abstract void absMethod07(int x);

}

class AbsMain07{

   public static void main(String[] args){

     Abstract07 A07 = new Abstract07();

  }

}

編譯錯誤：C:\js>javac AbsMain07.java

AbsMain07.java:7: error: Abstract07 is abstract; cannot be instantiated

   Abstract07 A07 = new Abstract07();

                     ^

1 error

<例>繼承抽象類別但未覆寫抽象方法，由繼承之子類別建立物件-錯誤

abstract class Abstract08{

int a = 0, b = 10 ;

   abstract void absMethod08(int x);

}

class AbsSon08 extends Abstract08{};

class AbsMain08{

   public static void main(String[] args){

     AbsSon08 A08 = new AbsSon08();

  }

}

編譯錯誤：C:\js>javac AbsMain08.java

AbsMain08.java:8: error: AbsSon08 is abstract; cannot be instantiated

   AbsSon08 A08 = new AbsSon08();

                   ^

1 error

<例>繼承抽象類別並覆寫抽象方法，由繼承之子類別建立物件

abstract class Abstract09{

int a = 0, b = 10 ;

   abstract void absMethod09(int x);

}

class AbsSon09 extends Abstract09{

void absMethod09(int x){

a = x ;

    if (a == b)

System.out.println("absMethod09：a等於b");

else

System.out.println("absMethod09：a不等於b");

}

}

class AbsMain09{

   public static void main(String[] args){

     AbsSon09 A09 = new AbsSon09();

    A09. absMethod09(10);

    A09. absMethod09(9);

}

}

執行結果：C:\js>java AbsMain09

absMethod09：a等於b

absMethod09：a不等於b

<例>繼承沒有抽象方法的抽象類別，由繼承之子類別建立物件

abstract class Abstract10{

int a = 0, b = 10 ;

   void absMethod10(){

System.out.println("absMethod10：非abstract方法");

   }

}

class AbsSon10 extends Abstract10{ }

class AbsMain10{

   public static void main(String[] args){

     AbsSon10 A10 = new AbsSon10();

    A10.absMethod10();

   }

}

執行結果：C:\js>java AbsMain10

absMethod10：非abstract方法

#### 抽象類別的功用

抽象類別和抽象方法界定了類別的運用方式，或說是運用架構，也就是說其子類別都只能用和其抽象方法相同名稱的方法，但可有不同的行為(處理內容程式碼)。抽象類別不能被建立物件，必須經繼承之後的子類別才能建立物件，所以不想被建立物件的類別，即使沒有抽象方法，只要設定為抽象類別就可以達到目的了。

抽象類別內可含抽象方法及非抽象方法，如果全部都為沒有實體的抽象method時，便可以使用下述之介面(Interface)了。

### 介面(Interface)

介面是定義類別的範本，由介面實作出的類別都長得一樣的外表。

介面是純粹的抽象類別(abstract class)，其下之method都只能宣告方法名稱、參數列、回傳型別，不能有方法實體。介面不像抽象類別，是不可包含一般method的。

介面關鍵字為interface，置於介面名稱前。

介面定義之欄位具static及final屬性，即具唯一性且不可改變其值。

介面不得用於建立物件。

介面可使用implements關鍵字實作類別，如同類別被子類別繼承。

類別可同時實作(implements)多個介面，並繼承一個類別。

介面內方法(method) 具有abstract屬性，不得有內容程式碼，但在方法之外可宣告欄位(變數)。介面被實作(implements)為類別時，須置入介面方法(method)之內容程式碼。

介面內方法具public屬性，不需宣告，但實作類別覆寫方法時須指定為

public。

![圖22-1](data:image/png;base64,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)

#### 實作介面

介面被視為抽象的，不可直接建立物件，須實作為類別後，方可建立物件。

<例>

interface Iffat {       //定義介面

  int x = 100;

  void ifmd ();

}

public class Ifmain {

  public static void main(String args[]) {

    Iffat aa = new Iffat();       //建立物件，錯誤

    System.out.println("x=" + aa.x);

  }

}

編譯結果：C:\js>javac Ifmain.java

Ifmain.java:8: error: Iffat is abstract; cannot be instantiated

    Iffat aa = new Iffat();        //建立物件，錯誤

               ^

1 error

 類別可實作(implements)多個介面，並可同時繼承(extends)一個類別。

#### 實作單一介面

interface Iffat1 {                   //定義介面

  int x = 100;                      //宣告欄位，具有final屬性

  void ifmd1();                    //宣告無內容之方法，具有public屬性

}

class Ifson1 implements Iffat1 {       //實作介面

   public void ifmd1() {    //覆蓋方法並置入內容，並須指定public

      System.out.println("這是實作單一介面的例子");

  }

}

public class Ifmain1 {

  public static void main(String args[]) {

    Ifson1 aa = new Ifson1();

    System.out.println("x=" + aa.x);

    aa.ifmd1();

  }

}

執行結果：C:\js>java Ifmain1

x=100

這是實作單一介面的例子

#### 實作複數介面

interface Iffat2a {                         //定義介面

  int x = 100;                            //宣告欄位

  void ifmd2a();                         //宣告無內容之方法

}

interface Iffat2b {                       //定義介面

  int y = 200;                           //宣告欄位

  void ifmd2b();                        //宣告無內容之方法

}

class Ifson2 implements Iffat2a, Iffat2b {   //實作多個介面

   public void ifmd2a() {                 //覆蓋方法並置入內容

      System.out.println("這是實作複數介面的例子Iffat2a");

  }

public void ifmd2b() {                //覆蓋方法並置入內容

    System.out.println("這是實作複數介面的例子Iffat2b");

  }

}

public class Ifmain2 {

  public static void main(String args[]) {

    Ifson2a aa = new Ifson2a();

    System.out.println("x=" + aa.x);

    System.out.println("y=" + aa.y);

    aa.ifmd2a();

    aa.ifmd2b();

  }

}

執行結果：C:\js>java ifmain2

x=100

y=200

這是實作複數介面的例子Iffat2a

這是實作複數介面的例子Iffat2b

#### 實作介面及繼承類別

interface Iffat3 {                         //定義介面

  int x = 100;                              //宣告欄位

  void ifmd3();                            //宣告無內容之方法

}

class Clfat3 {                             //定義類別

  int z = 300;                             //宣告欄位

  public void clmd3() {

    System.out.println("實作介面及繼承類別的例子Clfat3");

  }         //類別可宣告有內容之方法

}

class Ifson3 extends Clfat3 implements Iffat3 { //實作介面並繼承類別

  public void ifmd3() {                     //覆蓋方法並置入內容

    System.out.println("實作介面及繼承類別的例子Iffat3");

  }

}

public class Ifmain3 {

  public static void main(String args[]) {

    Ifson3 aa = new Ifson3();

    // aa.x = aa.x + 100;介面定義之欄位具final屬性，不可改變其值

    System.out.println("x=" + aa.x);

    aa.z = aa.z + 200;      //類別定義之欄位可改變其值

    System.out.println("z=" + aa.z);

    aa.ifmd3();

    aa.clmd3();

  }

}

執行結果：C:\js>java ifmain3

x=100

z=500

實作介面及繼承類別的例子Iffat3

實作介面及繼承類別的例子Clfat3

### 錯誤範例

#### 介面方法具abstract屬性

介面之方法具有abstract屬性，雖不必明示，但卻不能有執行敘述碼內容。

<錯誤例>

interface Iffat4 {

  int x = 100;

  void ifmd4(){

    System.out.println("介面方法具abstract屬性，不能有執行碼");

  }

}

編譯結果：C:\js>javac Iffat4.java

Iffat4.java:3: error: interface abstract methods cannot have body

  void ifmd4(){

              ^

1 error

#### 介面方法具public屬性

介面內方法具public屬性，不需宣告，但實作類別覆寫方法時須指定為

public。

<錯誤例>

interface Iffat5 {

  int x = 500;

  void ifmd5();               //方法具有public屬性，不須宣告

}

class Ifson5 implements Iffat5 {       //實作介面

   void ifmd5() {    //覆蓋方法並置入內容，但無指定public

    System.out.println("沒指定public之錯誤範例");

  }

}

編譯結果：C:\js>javac Ifson5.java

Ifson5.java:7: error: ifmd5() in Ifson5 cannot implement ifmd5() in Iffat5

  void ifmd5() {    //覆蓋方法並置入內容，但無指定public

       ^

  attempting to assign weaker access privileges; was public

1 error

#### 介面欄位具final屬性

<錯誤範例>

interface Iffat6 {

  int x = 600;       //宣告欄位，不須明示即具有final屬性

  void ifmd6();

}

class Ifson6 implements Iffat6 {

  public void ifmd1() {

    x = x+400;       //不可變更final欄位值

    System.out.println("變更final欄位值，x = " + x);

  }

}

編譯結果：C:\js>javac Ifson6.java

Ifson6.java:6: error: Ifson6 is not abstract and does not override abstract meth

od ifmd6() in Iffat6

class Ifson6 implements Iffat6 {

^

Ifson6.java:8: error: cannot assign a value to final variable x

    x = x+400;        //不可變更final欄位值

    ^

2 errors

#### 介面欄位具static屬性

介面宣告之欄位具static及final屬性，即具唯一性且不可改變其值。因不可改變其值，則非static屬性亦無意義，且難以一般程式證明此點。

非static屬性欄位建立多個物件，各物件都擁有各自位址的欄位，都可各自變更其值而不互相影響。static屬性欄位為當建立多個物件時，都使用同一位址之物件變數，任何一個物件static欄位更改時，都是變更各物件同一變數之值，可參見前面章節關於靜態static欄位之說明。